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ABSTRACT 

 

Software engineering principles and practice are primarily focused in a conceptual environment where the 

entire software as a whole is scrutinized to identify vulnerabilities. There are many inadequacies of such 

behavior based software engineering as such conceptual software engineering is to integrate the cause of such 

cases into the complete series of existing and promising software engineering principles and practices. This 

model is to generate a testing tool that features in identifying vulnerabilities to increase the performance of the 

software. This is done by trying out the various known sequence, and the results are checked for consistency. 

Since systems grow in size and complexity, the performance-based vulnerability is becoming a more 

challenging task. This model is step by step validation processes that are induced to generate the vulnerability 

prediction tool for the software during its development process. This tool is used to identify vulnerability to 

provide software quality assurance. This is done by studying most of the known computer attacks and the 

safeguard measure against such vulnerabilities is applied early in the software development life cycle. This 

model is to check whether the software exhibits proper behavior when improper usage or improper input is 

given to the system, and this logic is carried out in every phase of the software development life cycle. 

Keywords :  Test Case Generation, Test suite minimization, concept analysis, lattice, Genetic Algorithm, 

Empirical analysis, Coverage analysis 

 

I. INTRODUCTION 

 

Conventional performance based testing the run time 

performance of the software but chances are that 

during the process of software development 

conformed to performance, and the software can 

develop some vulnerable areas. This vulnerability 

can happen at any level right from [1] requirement 

analysis to implementation phase. One of the hectic 

tasks is to find all possible vulnerabilities that can 

occur at any time during the development of the 

software. One way to identify those are by running a 

[2] vulnerability specific predicates and the other is 

done by trying out all possible improper inputs at 

every possible entry points to the system. The 

conventional or traditional software testing checks to 

see if the software is stable based on the specification 

devised during the analysis phase. Developers tend to 

make mistakes when [3] writing the software, math 

errors, incomplete logic or incorrect use of functions. 

Such mistakes can occur even earlier in the 

development process when such mistakes have a 
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security implication, then that part of the software is 

termed vulnerable. Vulnerabilities are caused due to 

increase in malicious software aspects which arises 

when the system produces inconsistent responses.  

 

The conventional based testing is to uncover 

performance problems which occur due to the 

presence of faulty inputs and it helps to look through 

a way to enhance the performance. Most of such 

models miss out a way to identify the parts which 

caused the performance problem instead they focus 

on the way to increase the performance by other 

methods like [4] patching up after the development 

of the whole software which is unreliable and 

disruptive. During implementation, some of the 

functionality might be missed out, so the developers 

tend to include those after the completion of the 

software which may create some vulnerable areas, 

but it helps to [5] improve the quality of the software. 

The advantage of doing so is by inclusion of pre-built 

components like libraries, which usually does not 

create any logical change to software but it poses a 

high risk of leading to new vulnerabilities which 

pose different level of risk which can be identified 

with the help of a [6] vulnerability scoring system or 

by [7] measuring vulnerabilities and their properties.  

 Generally, such systems are conceptual 

because when it is developed its outcome is seen only 

at the closure of the software development process, 

and the developers assume some conditions by on 

some functionalities of the software. These 

conditions may behave in a normal way when it 

occurs as assumed earlier, only when the input to the 

functionally complete software satisfies the assumed 

condition. When this condition is not matched for 

input, then the software may behave unpredictably. 

These are mainly due to the model assumed with 

certain characteristics even before implementing the 

software component. In some cases, some known 

abnormal inputs are handled by the use of exceptions 

which are used when a set of predefined condition 

fails, but mostly there occurs a new set of abnormal 

inputs which is not yet defined. Such abnormalities 

which can occur are hard to track down, so there is a 

need to make use of a tool to identify the 

vulnerabilities. Though the identification of all 

potential vulnerability is hardly possible or in other 

words is just theoretical, but certain vulnerable areas 

can be predicted by the way the development process 

is carried out. 

 

II. Related Work 

 

Software security has been a concern of serious study 

for at least 40 years, and an important stream of 

innovations that have improved the ability to protect 

networks and software applications. But attackers 

have adapted and changed various methods as the 

year passes [19]. Where do we the software Industry 

stand at this stage in the battle between attackers and 

defenders? Are attackers gaining hold, as it often 

seems when reading press accounts of the recent data 

exposure? The analysis [19] seeks to answer these 

questions using data from the US National 

Vulnerability Database (NVD) and to identify classes 

of vulnerabilities where improvements will be the 

most cost-effective. 

 The approach can be implemented by the use 

of different models for tracking vulnerabilities. One 

such model is to include [8], [9] vulnerability 

assessment tool to identify vulnerable areas by [10] 

penetrating known set of inputs that may lead to 

vulnerability. The other is to make different 

components of the model to check the relevancy 

between improper inputs and its corresponding 

known exceptions for a given input. [15] elucidates 

the overview and different techniques used in 

vulnerability assessment and testing for penetration. 

[16] focuses on the vulnerabilities that occur in any 

Web application and methods for the removal of 

these vulnerabilities. A vulnerability assessment is a 

process of identifying, quantifying, and prioritizing 

(or ranking) the vulnerabilities in a system [16].  In 

this work the vulnerability assessment was 

conducted to find the weaknesses inherent in the 

Information systems that may be exploited, leading 
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to software system breach. The [16] discusses 

different types of SQL injection methods. [17] 

analyses current penetration testing tools and the 

tests them on a use case web application, build 

specifically with present security flaws.  

 The process of penetration testing is 

described in detail, and the performance of each tool 

is evaluated. [17] also summarizes the recommended 

practices to mitigate found flaws. [18] proposes a 

generic approach for designing vulnerability testing 

tools for web services, which includes the definition 

of the testing process and the tool components. Based 

on the proposed approach, [18] presents the design of 

three innovative testing tools that implement three 

complementary techniques (attack signatures, 

improved penetration testing, interface monitoring, 

and runtime anomaly detection) for detecting 

injection vulnerabilities, thus offering extensive 

support for different scenarios. A case study is 

designed to demonstrate the tools for the particular 

case of SQL Injection vulnerabilities [18]. The 

experimental evaluation of the work presents that 

the tools can be used in different scenarios with 

improved effectiveness and that the proposed tool 

outperform many other commercial tools by 

achieving improved in detection coverage and the 

decrease in false-positive rates. 

  

III. Vulnerability testing in SDLC 

 

This section discusses the computer security model 

[14] describes the integration of vulnerability testing 

in the conventional model of testing a system. 

Increased functionality leads to decreasing the 

performance of the system. To overcome the above 

situation, the system is monitored in a controlled 

environment in which the absence of real-world 

scenario does not make an effective identification of 

the vulnerabilities. So the testing of vulnerabilities in 

[11], [12] hostile environment does not identify all 

the defects that can occur in a real-time system. 

Testing of the system in which the actual errors or 

failures that occur at each stage cannot be directly 

simulated or predicted, which eventually leads to 

very minimal testing in the vulnerable area or it is 

completely ignored. When such a case happens in a 

real-time system, the chances are that it can lead to 

data corruption and affect the system stability which 

is some of the important parameters in defining the 

performance of the system. Traditionally testing 

helps in crosschecking specifications of a software 

system which is mostly verification process. To 

differentiate from the conventional type of testing 

we do the vulnerability assessment to [13] identify 

the unknown vulnerabilities from the exploits by 

malicious programs at each phase of the Software 

Development Life Cycle (SDLC).  

 

 

Figure 1 : Vulnerability testing in SDLC 

 

The above computer security model [14] describes 

the integration of vulnerability testing in the 

conventional model of testing a system. Each of the 

documented and collected samples or information 

during the analysis phase is scanned for resources 

that may trigger some vulnerability, and its 

corresponding risk is assessed. Since vulnerability 

testing is planned to be induced in each phase of the 

software development life cycle, the principles 

followed for the specification of the system are 

explored for vulnerable occurring cases, and those set 

of specifications are redefined. 

 

IV. Instructive Example 

 

In this section, we focus on a typical scenario which 

can explain the concept of the unknown behavior of 

the system when abnormal inputs are given. 

Volume%203,%20Issue%203%20|%20March-April-2018%20
http://www.ijsrcseit.com/


Volume 3, Issue 5, May-June-2018  |   http:// ijsrcseit.com  

 

Dr. Selvakumar. S et al. Int J S Res CSE & IT. 2018 May-June; 3(5) : 941-948 

 
944 

Consider a reservation system in which all passenger 

information which is stored in a document format is 

given as input to the system. The processing of text 

includes the details of each of the passengers.  

 

 

Figure 2 : A simple illustration of an example 

 

The processing, when done without the aid of a 

standard translator, may lead to some vulnerability. 

The above system process the input documents in say, 

the English fonts and one user details is in some 

unknown font, which needs to be stored in the 

directories of the reservation system. This is not 

entirely possible because of the security mechanism 

all the reservation system employs. Thus the system 

tries to process the data and generates a sequence of 

abnormal behaviors since the system assumes it to be 

a normal input. 

 

V. Problem Analysis 

 

5.1 Performance analysis 

 

A performance test on the software tends to find out 

the performance related problem of the software 

under the normal environment. The performance-

related problems may directly affect the performance 

of the system in many ways such as lack of 

appropriate resource, inadequate system capabilities, 

weak operating system and poorly designed software 

functionality. We are going to consider only the 

performance degrade that occurs due to the existence 

of vulnerable areas and employ suitable safeguard 

measures to make the software behave consistently. 

The performance of the system can be explained 

with the help of some attributes like the number of 

operations or transactions made, the amount of data 

it can handle at a time and so on.  

 Normally in this approach, two different 

components help to reduce the performance of the 

software which is load testing and stress testing. The 

load testing is used to check the performance when 

the input is given in a variety of combinations, and 

stress testing determines the amount of input 

sequence that it can handle at a time. The 

performance change in normal software can be 

incorporated by the following graph, in which we 

assume three factors may play a vital role in 

determining the stability of the system, but other 

such factors that may degrade the performance 

aspects of the software which are at the moment 

unexplored.  

 

 

Figure 3 : Performance measure based on normal and 

abnormal inputs 

The performance is devised based on the type of 

input given to a system and how it behaves for each 

of those inputs. So the performance of the software 

under a normal environment with normal input 

sequence will increase steadily consistently, but 

when the set of abnormal inputs is introduced, then 

the performance varies based on the different effects 

caused by the abnormal inputs in the software which 

can be system crash, component failure or gradual 

performance decrease. The point at which the 

software starts to process the abnormal inputs are 

assumed to be ø point.  The behavior of the software 

typically depends on the intensity of the abnormal 

input processed by the software. When some 

components of the software fail, then it will affect 

the performance in long time execution of the 
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software while in case of recurring failure of 

functions then the software performance goes down 

gradually and only when the system cannot handle 

all those abnormal inputs the software crashes 

abruptly. As the future work other performance-

related factors such as response time for the initiated 

activities, processing time, memory constraint, 

security constraint, temporary and permanent 

resources failure will be considered to determine the 

software performance. 

 

5.2 Collecting Known sequences 

 

Software vulnerabilities can occur for many reasons, 

but this paper focuses on those generated by 

abnormal inputs. To identify those inputs we need to 

have a procedural approach, which can be done by 

exploring the problem at hand.  

 

                         

Figure 4: Block diagram showing the behavior of the 

system 

When the abnormal inputs are induced, the system 

also behaves abnormally in a different way which 

may lead to vulnerabilities. This case can be 

minimized by following the  VulnerMini algorithm. 

 

1. Choose ai from ni that forces the system to 

generate error reports 

2. Design ai based on the faults 

3. Repeat for various series of inputs (both ai 

and ni)     

4. Force Oe  to be generated 

5. Interrelate ai, ni and Oe. 

6. Identify the frequency of errors in each 

component 

7. Reframe the error occurring part in an 

efficient way. 

 

Notation 

ai                 Abnormal inputs 

ni                 Normal inputs 

Oe                 Invalid output or output error 

 

As the algorithm explains the way to reduce the 

failures in the component of a system the same can 

be illustrated with the use of the block diagram in 

which the abnormal inputs are processed in the 

system with the help of an abnormal input monitor 

that decides on the processing of such inputs.                

                                     

 

 

 

 

 

 

 

 

 

 

 

 

Figure 5 : Block diagram to overcome the limitations 

in a system 

 

5.3 Vulnerability analysis 

 

Vulnerability factors are included while identifying 

the performance measures such conditions are aimed 

to measure the frequency of occurrence of that 

results for the given input. A system can handle a 

large number of simultaneous inputs which are 

previously defined, but in some case, this may be 

violated by unknown factors, which are frequently 

Normal inputs and 

abnormal inputs 

         Software 

Expected output and 

abnormal behavior 

Normal inputs and 

abnormal inputs 

 Software + vulnerability 

testing 

Expected output and 

abnormal behavior 
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monitored that are affecting the performance of the 

system.  The vulnerability testing is induced in the 

above case with which the duration for processing 

the part responsible for performance dip are 

identified and induced to vulnerability testing.  

 

 

Figure 6 : Performance measure for all cases and the 

decline is checked by a restoration point 

 

When the ø point occurs, the part of the system that 

is responsible for the failure is identified, and a 

restoration point is set so that the system is tried to 

the reinstate the system to normalcy. The restoration 

point depends upon the complexity of the problem 

that is induced due to the set of abnormal inputs. 

Further, the vulnerability of the software can be 

represented by the following terms. 

 

Notation 

Ø         The point the performance decreases 

Si System impact that influences performance 

degrade 

Pi Duration for the system to restore 

Cf0 Gradual decrease in performance 

Cf1 Crashing down of the system 

Df0 Data not secure 

Df1 Data is secure 

 

 The Pi factor is known as the probation 

period during which the faulty components of the 

system are identified, while the factors Cf0 and Cf1 are 

Boolean variables that determine the crash factor. Df0 

and Df1 are data factors with the Boolean logic that 

determines whether the data is still safe or not. 

 

6. Conclusion and Future Work 

 The main 

contributions of this paper are the concept of 

including vulnerability testing in the conventional 

methods to enhance the performance of the system. 

This approach is focused mainly on the 

implementation part which is where some 

vulnerability factors can be identified easily, and 

these are predefined for the next phase of processing. 

This idea of this paper has proposed a software 

testing process in the name of vulnerability testing 

that deviates from conventional software testing. 

When software models are completed in an 

organization, the input data may not be available 

immediately which needs collecting the data for all 

input logic. So we put forward simple procedure to 

identify the defects in the software based on the past 

summary of defects in the organization. From the 

procedural point of view, the explicit contribution of 

this idea is making the vulnerability testing with the 

behavioral patterns of the system. Also, this process 

can carry out different testing strategies according to 

the behavior of the system. It can generate new test 

cases by supervising the input actions, and it 

generates probable outputs from the implementation 

of the various components of a system. As a part of 

future work, we intend to identify some known 

techniques to identify vulnerabilities in an easier 

way, through which some wide variations of 

abnormal sequences can be found. 
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